|  |  |
| --- | --- |
| **Name: Evan Leglar** | **Lab Time** T 12:00 PM |

|  |
| --- |
| **Names of people you worked with:** |
| * N/A |

|  |
| --- |
| **Websites you used:** |
| <http://code.activestate.com/recipes/577263-numerical-integration-using-monte-carlo-method/>  <https://matplotlib.org/>  <https://stackoverflow.com/> |

|  |  |
| --- | --- |
| **Approximately how many hours did it take you to complete this assignment (to nearest whole number)?** | 6 |

The Rules: Everything you do for this lab should be your own work. Don't look up the answers on the web, or copy them from any other source. You can look up general information about Python on the web, but no copying code you find there. Read the code, close the browser, then write your own code.

By writing or typing your name below you affirm that all of the work contained herein is your own, and was not copied or copied and altered.

Evan Leglar

**Note: Failure to sign this page will result in a 50 percent penalty. Failure to list people you worked with may result in no grade for this lab. Failure to fill out hours approximation will result in a 10-percent penalty.**

**Turn .zip files of Python code to Canvas or your assignment will not be graded**

**BEFORE YOU BEGIN**

1. Make a new project for this lab
2. Make integrate.py
3. Read up on [Riemann](https://en.wikipedia.org/wiki/Riemann_sum) integration
4. Read up on Monte Carlo sampling for integration. There are several sources out there; I suggest googling and finding one that matches your level of understanding of statistics. There are multiple ways to use Monte Carlo sampling to do integration; the simplest is to randomly sample x and take the mean of the f(x) values. More complicated versions (rejection sampling) put a box around the function then randomly generate both x and y values, then add up the number of x,y pairs that were under the curve.

**Learning Objectives:**

You should be able to do the following:

* Pass functions to functions
* Use tuples as a data structure
* Use numpy
* Use random numbers

**Thoughts (come back and read these after you’ve read the problems):**

1. There is a function to do integration in numpy.  You should not use it in your function, but you should consider using it for your tests.
2. You should use a [Riemann sum](https://en.wikipedia.org/wiki/Riemann_sum) to calculate the definite integral in the first question. There are several flavors of this, and you're free to pick any of them.  We talked about this technique briefly in class.
3. You should use [Monte Carlo integration](https://en.wikipedia.org/wiki/Monte_Carlo_integration)for calculate the definite integral in the second question. You’ll need to do what’s called rejection sampling (putting a box around the function and calculating inside versus outside). Start with a function that is all positive, then try it with a function that is both positive and negative.

**Grading Checkpoints**

1. integrate() produces the correct values (2 points) and implements all other specifications (a > b, and default arguments) (1 point)\*. [3 points total]
2. integrate\_mc() produces plausibly correct values for a positive function [2 points]\*, a more complicated function [1 point]\*, and implements bounds correctly [1 point]\*. [4 points total]
3. estimate\_pi() produces a value near pi (1 point)\* and exhibits increased accuracy as we increase n (1 point)\*. [2 points total]
4. Your plot exhibits the expected properties for the Riemann and Monte Carlo lines, as well as showing the ground truth (2 point). Also has labelled axes and a title (1 point). [3 points total]

All parts except for number 4 will be graded automatically by Gradescope with immediate feedback. 4 will be graded manually.

Hand in all files to Gradescope.

**Problem 1 Riemann sum**

Put all code in a file called integrate.py.

**Write a function called integrate** which takes in 4 values: f, a, b and an optional n value (which defaults to 100). a and b are floats representing the starting and ending bounds of integration, while f is a *function reference* which takes in a single argument and returns a number.

It should return the definite integral of the function f from a to b, computed by using a *left-sided* Riemann sum with n intervals.

Your function should also be able to handle the case when a >= b, in which case it should return the negative of the integral from b to a.

|  |
| --- |
| **Comments for grader/additional information (if any)** |
|  |

**Problem 2 Monte Carlo integration**

**Write a function called integrate\_mc** which takes in 5 arguments: f, a, b, bound\_lower, bound\_upper, and an optional argument n which defaults to 100.

It should compute an approximation of the function f from a to b by using *Monte Carlo integration*, i.e. bysampling n points in the range [a, b] x [bound\_lower, bound\_upper] and using the function value at the corresponding x-value to determine if that point is “contained” by the function.   
  
As before, it should handle the case of a > b. If bound\_lower > bound\_upper, raise a ValueError. You can assume that bound\_lower <= 0 and bound\_upper >= 0.  
  
A quick visual showing the bounds and the process of sampling points:
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Hint: First, think about how to make your code work on functions that are positive valued. Then think about how you would modify it to make it work on a negative-valued function. Then think about how to handle both at the same time.

Note: It’s possible for your bound\_upper and bound\_lower to “cut off” your function. This is perfectly fine; essentially then we’re simply estimating the integral of a bounded version of f.

|  |
| --- |
| **Comments for grader/additional information (if any)** |
|  |

**Problem 3 Probabilistic estimate of pi**

**Write a function estimate\_pi** which takes in a single argument, n. It should then return an estimate of pi by uniformly sampling n points on the square [-1, 1] x [-1, 1] and returning the area of the square, normalized by the percentage of points which fall inside the unit circle.  
  
See below for a visualization. Out of all the points, the blue points are the ones which “positively” contribute to the area of the circle.

![](data:image/png;base64,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)

|  |
| --- |
| **Comments for grader/additional information (if any)** |
|  |

**Problem 4 Plot integral convergence**

Consider the function f(x) = x^3 + 2x – 1. **Write some code to create a plot** where the x-axis represents the number of evaluations and the y-value shows the prediction of the integral of f(x) from 0 to 1 for both your Riemann sum function and your Monte Carlo function. Do this for up to n=1000 in steps of 10.

**You should also compute the true value of the definite integral by hand** and plot it as a **dashed horizontal line** on your plot. Be sure to add a title and labelled axes. Paste your plot here.

|  |
| --- |
| **Plot** |
|  |

|  |
| --- |
| **Comments for grader/additional information (if any)** |
| MonteCarlo integral values vary greatly with each iteration of the calculation. General trend for montecarlo method is to incrementally calculate integral closer to definite answer. The reimann sum method approaches the definite answer much quicker and consistently. |